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# 1. Лабораторное задание

Цель выполнения лабораторной работы № 1 — освоить реализацию алгоритмов планирования использования ресурсов с вытесняющей и невытесняющей многозадачностью, с абсолютным и относительным приоритетом. Освоить реализацию механизмов безопасности и синхронизации потоков, а также механизмов исключения тупиковых ситуаций.

В работе необходимо реализовать ряд алгоритмов распределения ресурсов между конкурирующими процессами. Каждый процесс характеризуется:

* уникальным идентификатором;
* приоритетом;
* временем CPU burst;
* списком требуемых ресурсов;
* дополнительными атрибутами (по вариантам).

Характеристики ресурса:

* уникальный идентификатор;
* наименование ресурса;
* дополнительные атрибуты (по вариантам).

Для имитации времени CPU burst (заданного в миллисекундах) процесс при получении кванта времени на доступ к ресурсу должен делать паузу на указанное количество миллисекунд. Входной файл должен иметь имя «input.txt»

Вариант № 15. Ресурс — преподаватель на экзамене. Атрибуты — ФИО, дисциплина, а также количество студентов N (N ≥ 1), у которых он может принимать экзамен одновременно.

Количество преподавателей — P (P ≥ 1). Атрибуты студента —

ФИО, номер группы и список дисциплин, по которым ему нужно

сдать экзамен. Алгоритмы планирования:

1. SJF, nonpreemptive.

2. SJF, preemptive, относительный приоритет.

Для блокировки доступа к преподавателю использовать семафор.

# 2. Теоретические основы алгоритмов

## 2.1 Многозадачность

В данной программе реализована многозадачность – для этого создается нужное количество цепочек, которые выполняют свою работу.

Также все цепочки синхронизируются с центральной. Это надо для того, чтобы можно было показать состояние цепочек в каждый квант времени.

Цепочки моделируют один из двух алгоритмов, указанных в задании.

Поток — наименьшая единица обработки, исполнение которой может быть назначено ядром операционной системы. Реализация потоков выполнения и процессов в разных операционных системах отличается друг от друга, но в большинстве случаев поток выполнения находится внутри процесса. Несколько потоков выполнения могут существовать в рамках одного и того же процесса и совместно использовать ресурсы, такие как память, тогда как процессы не разделяют этих ресурсов. В частности, потоки выполнения разделяют инструкции процесса (его код) и его контекст (значения переменных, которые они имеют в любой момент времени). В качестве аналогии потоки выполнения процесса можно уподобить нескольким вместе работающим поварам. Все они готовят одно блюдо, читают одну и ту же кулинарную книгу с одним и тем же рецептом и следуют его указаниям, причём не обязательно все они читают на одной и той же странице.

Для реализации задачи используются следующие алгоритмы планирования процессов:

Если короткие задачи расположены в очереди ближе к ее началу, то общая производительность этих алгоритмов значительно возрастает. Если бы мы знали время следующих CPU burst для процессов, находящихся в состоянии ***готовность***, то могли бы выбрать для исполнения не процесс из начала очереди, а процесс с минимальной длительностью CPU burst. Если же таких процессов два или больше, то для выбора можно использовать любой алгоритм, к примеру FCFS. Квантование времени при этом не применяется. Описанный алгоритм получил название “кратчайшая работа первой” или *Shortest Job First* (*SJF*).

Алгоритм SJF может быть как вытесняющим, так и невытесняющим. В случае вытесняющего алгоритма новые могут потеснить уже исполняемые. В случае невытесняюшего задачи после начала выполнения продолжают выполнятся до конца, а только потом происходит выбор другой задачи.

## 2.2 Семафоры

Для синхронизации используется семафор.

Семафор — объект, ограничивающий количество одновременных блокировок, которые могут войти в семафор. Семафоры используются в многозадачных приложениях для синхронизации и защиты передачи данных через разделяемую память, а также для синхронизации работы процессов и потоков. Семафор — это объект, над которым можно выполнить три операции.

* Инициализация семафора (задать начальное значение счётчика) – используется функция CreateSemaphore
* Захват семафора - ждать пока счётчик станет больше 0, после этого уменьшить счётчик на единицу – WaitForSingleObject
* Освобождение семафора - увеличить счётчик на единицу. В зависимости от реализации семафор позволяет освободить счетчик не на 1, а на несколько единиц – Используется функция ReleaseSemaphore

## 2.3. Работа с цепочками

Цепочка это код, который выполняется в отдельном вычислительном процессе. Для программиста и пользователя это выглядит так, что кажется, что код разный код исполняется одновременно в разных программах (или подпрограммах). Для операционной системы (если она работает на одноядерном процессоре) это выглядит как частое переключение между работающими цепочками.

Если у процессора несколько ядер, то возможно исполнять несколько цепочек одновременно. При этом могут возникать проблемы доступа к ресурсам – к примеру если 2 цепочки одновременно читают одну общую переменную, изменяют ее и правят, то вероятен случай, когда результат одной из цепочек будет потерян и вычисления будут неверны. Для того, чтобы это избежать надо применять различные способы блокировки доступа к ресурсам. Это критические секции, семафоры и события.

Для создания цепочек используется функция, к примеру следующим образом:

CreateThread( NULL, 0, (LPTHREAD\_START\_ROUTINE) algo, (void\*) prep[index], 0, NULL );

Для проверки завершения можно использовать функцию WaitForSingleObject или использовать какие-то возможности самой программы. К примеру в текущей задаче все цепочки работают, пока есть студенты.

## 2.4. Синхронизация цепочек

Для синхронизации задач и вывода статистики используется семафор.

В начале такта основная программа ждет готовности всех цепочек. Для этого семафор имеет 0 свободных частей, которые могут быть забраны цепочками.

Это реализуется следующей командой:

semaphore = CreateSemaphore( NULL, 0, prep.size(), NULL );

Таким образом создается пустой семафор.

Каждая цепочка вначале рапортует о готовности и ждет входа в семафор. После готовности всех цепочек основная цепочка выводит статистику о исполнении и разблокирует семафор с количеством единиц, равных количеству цепочек. Это происходит с помощью следующей команды:

ReleaseSemaphore( semaphore, prep.size(), NULL );

После этого все начинается с начала – она ждет готовности всех цепочек.

# 3. Структуры данных в программе

В программе используется классы, которые содержат данные программы:

class TPrepodavatel

{

public:

char name[100], disc[100]; // Имя и дисциплина

int razmsd; // Количество одновременных сдач

vector<TOcenka\*> prinimaet; // Студенты, которые будут сдавать

int index;

bool gotov;

TPrepodavatel( ifstream &input, int \_index )

int not\_finish();

TOcenka \*find\_min\_t( bool pri = false );

};

// Класс оценки

class TOcenka

{

public:

TStudent \*stud;

TPrepodavatel \*prepod;

int time; // Времени до получения оценки

bool start, finish; // А мы начали/кончили сдавать?

TOcenka( TStudent \*s, ifstream &input )

};

// Класс студента

class TStudent

{

public:

char name[100];

vector<TOcenka\*> sdacha; // Список дисциплин для сдачи

int t, pri, last\_sd;

bool used; // А мы использовали его в текущем такте?

TStudent( ifstream &input )

} ;

Эти классы содержать все необходимые данные

# 4. Описание формата входных данных

Входные данные описаны в следующим образом:

В файле input.txt содержа тся строки следующего формата:

* В первой строке тип алгоритма планирования (sjfpreemptive или sjfnonpreemptive)
* Во второй строке содержится количество преподавателей и студентов, а также параметр cpu burst, описывающий, сколько за каждый такт обробатывается количество частей сдачи студента.
* В следующих строках содержится инфомация о преподавателях – имя, предмет и количество одновременно сдаваемых студентов.
* В следующих строках содержится информация о студенте – имя, количество предметов для сдачи и время сдачи одного предмета (считается одинаковым для одного студента), а также приоритет. Также для каждого студента идет список предметов для сдачи.

Пример файла:

sjfnonpreemptive Алгоритм

3 8 1 Преподавателей, студентов, cpu burst

ivanov math 3 Имя преподавателя, предмет, размер очереди

petrov rusyaz 2

lebedev fiz 2

vasiliev 3 10 3 Имя студента, кол. предметов, время сдачи, приоритет

math fiz rusyaz Список предметов для сдачи (3 штуки)

karev 3 8 2

math fiz rusyaz

lavrentiev 2 7 2

math fiz

vasiliev 1 2 2

rusyaz

avdeev 2 9 1

rusyaz fiz

andreev 2 2 1

fiz rusyaz

golubev 1 4 0

fiz

zimin 3 6 4

rusyaz math fiz

В случае ошибки (предмет не найден) программа выводит сообщение про это и не запускается.

Также запуск не произойдет, если неправильно вписан алгоритм планирования.

# 5. Пример работы программы

В выходном отчете выводится следующая информация:

Каждая колонка – это сдачи одного студента.   
Сдачи объединены в группы по каждому студенту.

В первой строке информация о номере преподавателя, который должен принять экзамен у студента.

В конце указаны числа – размеры очередей у преподавателей.

Каждая из сдач находится в трех разных состояниях

* не начал сдавать (буква n)
* сдал (подчеркивание)
* число - время, оставшееся до окончания сдачи.

В конце показывается размер очереди преподавателя (в скобках) и количество студентов, которые сейчас сдают.

Последнее число – текущий студент, который встает в нужную очередь. Основная цепочка по очереди свободных в конце прошлого такта студентов, таким образом студент может сдавать только один экзамен одновременно.

![](data:image/png;base64,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)

К примеру здесь видно, что профессор 0 имеет очередь в 3 студента, поэтому после первого такта он обработал 1, 2 и 5 студента, а остальные ждут (или сдают других преподавателей)

# 6. Вывод

В данной работе мы научились писать многопоточные приложения и применять алгоритмы SJF в вытесняющем и невытесняющем режиме, а также использовать семафор для синхронизации цепочек.
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# Приложение А (обязательное) Исходный код

//

#include "stdafx.h"

#include <vector>

#include <Windows.h>

#include <process.h>

#include <conio.h>

#include <iostream>

#include <fstream>

using namespace std;

class TPrepodavatel;

class TStudent;

class TOcenka;

vector<TPrepodavatel\*> prep;

vector<TStudent\*> stud;

// КЛасс преподавателя

class TPrepodavatel

{

public:

char name[100], disc[100]; // Имя и дисциплина

int razmsd; // Количество одновременных сдач

vector<TOcenka\*> prinimaet; // Студенты, которые будут сдавать

int index;

bool gotov;

TPrepodavatel( ifstream &input, int \_index )

{

gotov = false;

index = \_index;

input >> name >> disc >> razmsd;

}

int not\_finish();

TOcenka \*find\_min\_t( bool pri = false );

};

// Класс оценки

class TOcenka

{

public:

TStudent \*stud;

TPrepodavatel \*prepod;

int time; // Времени до получения оценки

bool start, finish; // А мы начали/кончили сдавать?

TOcenka( TStudent \*s, ifstream &input )

{

char n[100];

input >> n;

stud = s;

prepod = NULL; // \*/

for( int i = 0; i < prep.size(); i++ )

if (strcmp( prep[i]->disc, n ) == 0)

prepod = prep[i];

if (prepod == NULL)

{

printf( "Error in input.txt\n" );

return;

}

start = false;

finish = false;

}

};

// Класс студента

class TStudent

{

public:

char name[100];

vector<TOcenka\*> sdacha; // Список дисциплин для сдачи

int t, pri, last\_sd;

bool used; // А мы использовали его в текущем такте?

TStudent( ifstream &input )

{

int c;

input >> name >> c >> t >> pri;

for( int index = 0; index < c; index++ )

sdacha.push\_back( new TOcenka( this, input ) );

last\_sd = 0;

used = false;

}

} ;

int qt; // Количество миллисекунд

HANDLE semaphore;

int TPrepodavatel::not\_finish() {

int r = 0, index;

for( index = 0; index < prinimaet.size(); index++ )

if (!prinimaet[index]->finish)

r++;

return r;

}

// Функция ищет среди неиспользованных (!used) минимум

TOcenka\* TPrepodavatel::find\_min\_t( bool pri ) {

int index, min\_i;

for( int cpri = 0; cpri < 4; cpri++ )

{

min\_i = -1;

for( int index = 0; index < prinimaet.size(); index++ )

if (!prinimaet[index]->stud->used & !prinimaet[index]->finish)

{

// Если не текущий приоритет - пропустить

if (pri & (prinimaet[index]->stud->pri != cpri)) continue;

if ( (min\_i < 0) || (prinimaet[index]->time < prinimaet[min\_i]->time) )

min\_i = index;

}

// Если с приоритетами и ничего не нашли в текущем

if (pri & (min\_i < 0)) continue;

// Что-то нашли

if (min\_i >= 0)

{

prinimaet[min\_i]->stud->used = true;

return prinimaet[min\_i];

}

}

return NULL;

}

// Завершение

bool konec = false;

// Вытесняющий алгоритм или нет

bool preemptive = false;

// Ищем минимальных и только при завершении ищем другого студента

void algo( void \*data )

{

TPrepodavatel \*prep = (TPrepodavatel\*) data;

int index, si, index2, pri;

TOcenka\* ocenki[10];

memset( &ocenki, 0, sizeof(ocenki) );

while (!konec)

{

prep->gotov = true;

WaitForSingleObject( semaphore, INFINITE );

for( index = 0; index < prep->razmsd; index++ )

{

// Если в текущем месте ничего нет или алгоритм вытесняющий

if ( (ocenki[index] == NULL) | preemptive )

// Алгоритм вытесняющий с приоритетом (и наоборот)

ocenki[index] = prep->find\_min\_t( !preemptive );

if (ocenki[index] != NULL)

{

// Обработает

ocenki[index]->start = true;

ocenki[index]->time -= qt;

// Завершаем, на следующем такте найдем нового (возможно)

if (ocenki[index]->time <= 0)

{

ocenki[index]->finish = true;

ocenki[index] = NULL;

}

}

}

Sleep(1);

}

}

int alg;

// Найти студента, который не сдает

bool naiti\_studenta( int &studi, int &sdachai )

{

int index, index2;

bool fl;

TOcenka \*sd;

for( index = 0; index < stud.size(); index++ )

{

// В текущем такте занят

if (stud[index]->used) continue;

fl = true;

for( index2 = 0; (index2 < stud[index]->sdacha.size()) & fl; index2++ )

{

sd = stud[index]->sdacha[index2];

// Студент чем-то занят

if (sd->start & !sd->finish)

fl = false;

}

// Студент ничем не занят

if (fl)

{

if (stud[index]->last\_sd < stud[index]->sdacha.size())

{

studi = index;

sdachai = stud[index]->last\_sd++;

return true;

}

}

}

return false;

}

int \_tmain(int argc, \_TCHAR\* argv[])

{

// Читаем вход

ifstream input;

input.open( "input.txt" );

char buf[100];

int index, index2, count1, count2;

TStudent \*s;

TOcenka \*ocenka;

// input.getline( buf,100 );

input >> buf;

int stud\_c, prep\_c, c;

input >> count1 >> count2 >> qt;

for( index = 0; index < count1; index++ )

prep.push\_back( new TPrepodavatel( input, index ) );

for( index = 0; index < count2; index++ )

{

stud.push\_back( s = new TStudent( input ) );

for( index2 = 0; index2 < s->sdacha.size(); index2++ )

printf( "%2d ", s->sdacha[index2]->prepod->index );

printf( "|" );

}

printf( "\n" );

input.close ();

// Семафор для синхронизации

semaphore = CreateSemaphore( NULL, 0, prep.size(), NULL );

if (strcmp( buf, "sjfnonpreemptive" ) == 0)

{

for( index = 0; index < prep.size(); index++ )

CreateThread( NULL, 0, (LPTHREAD\_START\_ROUTINE) algo, (void\*) prep[index], 0, NULL );

}

else if (strcmp( buf, "sjfpreemptive" ) == 0)

{

preemptive = true;

}

else

printf( "Neizvestii algoritm\n" );

while (!konec)

{

// Дожидаемся пока все будут готовы

while(true)

{

bool gotov = true;

for( index = 0; index < prep.size(); index++ )

if (!prep[index]->gotov)

{

gotov = false;

break;

}

if (gotov)

break;

Sleep(1);

}

konec = true;

for( index = 0; index < prep.size(); index++ )

prep[index]->gotov = false;

int studi, sdachai;

if (naiti\_studenta( studi, sdachai ))

{

s = stud[ studi ];

ocenka = s->sdacha[ sdachai ];

ocenka->time = s->t;

ocenka->prepod->prinimaet.push\_back( ocenka );

}

// Выводим статистику

int t = 0;

for( index = 0; index < stud.size(); index++ )

{

s = stud[index];

for( index2 = 0; index2 < s->sdacha.size(); index2++ )

{

ocenka = s->sdacha[index2];

// t++;

if (ocenka->finish)

printf( " - " );

else

{ // Кто-то еще не завершился

konec = false;

if (!ocenka->start)

printf( " n " );

else

printf( "%2d ", ocenka->time );

}

} // \*/

s->used = false;

printf( "|" );

}

// Сколько человек еще не сдало

for( index = 0; index < prep.size(); index++ )

printf( "%d ", prep[index]->not\_finish () );

printf( "\n" );

ReleaseSemaphore( semaphore, prep.size(), NULL );

Sleep(10);

}

printf( "end\n" );

\_getch();

return 0;

}